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**Abstract:**

Being the most used operating system makes Android vulnerable to various kinds of malware attacks. This is due to the fact that most applications require several permissions which are necessary for installation, or smooth operability. Some android apps are not certified by legitimate organizations and may contain malware which can steal private user information. This has increased the interest of applying machine learning algorithms for android malware detection. In this research paper we evaluate Naive Bayes, Decision Tree, Random Forest, and Support Vector Machine which are algorithms using machine learning which are popularly used for detecting malicious android applications based on permissions model. The results show that RF performs the best giving an accuracy of   
98.15% using k-fold cross-validation for k=5 and a mean accuracy of 97.79%.

Index Terms—Android, Malware, Random Forest, Support Vector Machine, Machine Learning.  
**Introduction:**

Being one of the most popular operating systems, through the years it has become easier for malware developers to be able to develop and make popular Android applications which are able to not only affect the functioning of devices in which they are installed, but also be able to steal confidential data.  
This has led to theft of personal data and enabled and popularized cyber crime.

Android has a permissions based mechanism that applies restriction on an application for security purposes. A number of permissions are required at the time of installation and startup of an android application such as the ability to access the users contact list, internet, photo gallery etc. These permissions give the applications ability to access these resources, and this can only be revoked by uninstalling the application. Certain applications sometimes request for permissions that they do not need. For example these applications request access for user’s phone contacts or photo gallery and hence causes a breach of private data. Examples of such malicious apps include some photo editor apps which are developed and released into the playstore. Later on when the users download the app which performs like any other benign app but it also accesses the user's private photo gallery and breaches privacy. It’s not necessary for an application to be a virus – the case can also be so that the application has access to privileges it does not need. Some applications gain internet access and use GPS to gain information about the user's location. Hardware features such as touchscreen, Bluetooth and camera can also be accessed by certain malicious applications. Malware applications also use a lot of internal memory of the device. These applications also lead to a greater battery consumption and in turn damage the device by overheating the battery.

Android smartphones are becoming increasingly popular. It is assessed that there will be roughly 6.1 billion smartphone clients by 2020 [36, 37]. On the other side, Android devices are an increasingly attractive target for online criminals who try to hold personal details (i.e., location, contact numbers, accounts, photos, etc.) [[3](https://www.mdpi.com/2076-3417/9/2/277/htm#B3-applsci-09-00277)]. In addition to this, most of the Android devices do not use anti-virus or malware detection applications [38, 39, 40]. The number of malware attacks is increasing at a high rate. According to a report by Kaspersky Lab, mobile users in 2018 faced one of the strongest criminal attacks. New records were set in terms of both number of mobile banking Trojans detected and number of attacked users. This has greatly increased the requirement for an effective algorithm to be able to detect malware and prevent such attacks.

Researchers have proposed two approaches to be able to detect malware, specifically for Android: static analysis and dynamic analysis.

Static Analysis approach comprises of three kinds of analysis;

1. The Signature-based strategy uses specific features and signs for the identification of specific malware. This is also a drawback, because it will not be able to detect previously unidentified malware.
2. The Permission-based strategy uses specific permissions to be able to build onto a classification of malware.
3. The Component-based techniques entirely decompiles the APP and draws and inspects the definition and byte code connections of certain important components such as activities and services. These are further used to identify exposure.

This analysis includes features that are collected without execution of code. Drawback of static analysis is that it fails to deal with the part of code which is downloaded during execution.

Lightweight on-device detection using permissions, network access, API calls, etc. using SVM was first put to floor by Around et al [4]. Yerima et al proposed a random forest ensemble learning model which used API calls, permission, intent and the commands which are embedded. [20],[21] Varsha et al [22] used a method which investigates random forest, rotation forest and SVM on 3 datasets. Additionally, Cen et al [25] proposed a method which was based on using API calls by decompiling the code and the permissions it uses. The application of a discriminative robust model based on regularized logistic regression was done. RLR is then subsequently compared to the SVM, Decision Tree, k-NN, and similar models.

In dynamic analysis the features of an android application include CPU and battery consumption, number of processes running and number of short messages, etc. When a malware application is on our device then the battery consumption also increases. Therefore, the battery gets heated up and eventually damages it. Greater CPU consumption will also slow our android mobile device. We can use this approach to find differences in the dynamic features of benign and malicious applications and hence detect malware. Dynamic analysis can execute the actual code which is executed by the app. The primary benefit of this strategy is that it will detect dynamic code loading and will be able to record the behavior of the application while it is running. This technique, however, will not be able to indicate the amount of code that will get executed when the application runs. It might be possible that the application fails to execute the malicious code when the features are being recorded. Another drawback of this technique is the difficulty in executing it as compared to static analysis because of the overhead during application execution.

Mahindru and Singh [29] applied to a lot of machine learning techniques, which were individual in nature, which included Naive Bayes, Decision Tree, Random Forest, Simple Logistic. They did this by extracting 123 dynamic permissions from over 11000 applications. The performance of Simple Logistic was better of all, however the accuracy with which the malware was classified was similar in Random Forest, Simple Logistic and Decision tree.

AntiMalDroid[26] created a framework to be able to detect malware which was based on dynamic analysis behaviour. This method uses logged behaviour sequence as features with SVM, and DroidDolphin [27], was also able to use SVM with features obtained in a dynamic manner. Afonso et al [28] used dynamic API calls and system call traces. He applied SVM, J48, IBk, BayesNet K2, BayesNet TAN, Random Forest and Naive Bayes.

In this research work we have used the static analysis for the classification of android applications. The static features that are considered in the paper are permissions that are extracted from the android manifest file. The following paper provides with an implementation for the classification problem by employing several algorithms which use machine learning such as support vector machine, random forest decision tree, and Naïve Bayes. We have used permissions of 3799 android applications. This has been to support the effectiveness of our work. Various performance metrics have been evaluated for finding out the overall accuracy of our classifiers.

**Related Work:**

As discussed in the introduction, the two major methods of detecting malware are static analysis and dynamic analysis.

Static analysis will decompile the APK file and will extract the major features of the application. Crowdroid [5] is a machine-learning-based framework that detects malware in an android device. Crowdroid will basically analyze the total times that a system call has been issued whenever there is execution of any action that uses user interaction. Benign and malware applications issue different types and number of system calls.

Droidmat detects malware by using manifest and API calls [8]. First, the extraction of information is done from the manifest, followed by examination of data by reviewing the API calls that were made by the system. K-means algorithm is applied to do an analysis of the system.

Lightweight on-device detection using permissions, network access, API calls, etc. using SVM was first put to floor by Around et al [4]. Yerima et al proposed a random forest ensemble learning model which used API calls, permission, intent and the commands which are embedded. [20],[21] Varsha et al [22] used a method which investigates random forest, rotation forest and SVM on 3 datasets which uses a method that extracts static features from the files. Sharma and Dash used the API calls and it’s permissions to create detective systems that are based on Naïve Bayes and k-NN.

Detection of malware piggybacked onto benign apps was done in DAPASA [24]. The features are fed into machine learning algorithms. These are Random Forest, Decision Tree, k- NN and PART. Out of these, Random Forest is the most accurate. Additionally, Cen et al [25] proposed a method which was based on using API calls by decompiling the code and the permissions it uses. The application of a discriminative robust model based on regularized logistic regression was done. RLR is then subsequently compared to the SVM, Decision Tree, k-NN, and similar models.

The features, intents and permissions, were used to train machine learning models and classifier fusion. This method used for improving performance was performed by Idrees et al [31]. He compared the performance of MLP, Decision Tree, Decision Table, Random Forest, Sequential Minimal Optimization and Naive Bayes. Three classifiers DT, MLP and decision table were combined to using three schemes: average of probabilities, product of probabilities and majority voting.

Ni et al [32] proposed a real-time behaviour system. The system uses real time features like user operations, it records API calls and permission uses. TaintDroid [9] tracks multiple data sources in a dynamic manner. The weakness of TaintDroid is that manual efforts to traverse user interfaces are needed to cover dangerous functionality effectively. DREBIN [11] creates a combination of both machine learning and static analysis. It is able to get high detection accuracy because it uses as many features as possible for detecting malware. The drawback with this is that the more features you use, the higher is the overhead.

Mahindru and Singh [29] applied to a lot of machine learning techniques, which were individual in nature, which included Naive Bayes, Decision Tree, Random Forest, Simple Logistic. They did this by extracting 123 dynamic permissions from 11000 applications. The performance of Simple Logistic was better of all, however the accuracy with which the malware was classified was similar in Random Forest, Simple Logistic and Decision tree.

AntiMalDroid[26] created a framework to be able to detect malware which was based on dynamic analysis behaviour. This method uses logged behaviour sequence as features with SVM, and DroidDolphin [27], was also able to use SVM with features obtained in a dynamic manner. Afonso et al [28] used dynamic API calls and system call traces. He applied SVM, J48, Ibk, BayesNet K2, BayesNet TAN, Random Forest and Naive Bayes.

Dynamic analysis approaches require input which is effective enough to complement the path of execution.

Petra’s et al. [10] has been able to demonstrate analysing the program in a dynamic manner is not sufficient to assure Android security. Therefore, data mining and machine learning techniques are being researched in order to use permissions to be able to detect Android malware.

**Proposed Approach:**

In our research we focus on an approach for Android Malware Detection.

Our dataset comprises of 3799 android application samples and 216 attributes. This includes permissions and API calls of the applications. We have selected 1260 malware apps from the Android Malgenome project and 2539 benign apps. It consists of information that has been extracted from four datasets.

Two of the datasets used, namely Android Malgenome project [3] and DREBIN [11] were available in public domain. We are grateful to the respective authors and the opportunity to be able to use these datasets.

The dataset is divided into two parts. 70% of it is training data and 30% is the test data. We use the testing dataset to create models of various machine learning algorithms. These are the algorithms on which we will do static analysis.

The research work uses classification algorithms like Naive Bayes, Decision Tree, Random Forest and Support Vector Machine to create the models for respective machine learning algorithms. The machine learning phase uses 10-fold cross validation for Random forest ensemble learning algorithm which outputs the highest accuracy for its model.

This paper proposes Static analysis which uses the features that have been extracted from the APK manifest files. The training dataset trains the classifiers on which the testing data is then used to predict the accuracy of the models created. The accuracy of different models have been compared in the results sections. The below flowchart show the brief description of the proposed work flow in this research.

![](data:image/png;base64,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)

**Implementation:**

Android applications are coded in Java programming language. Then they are collected together and bundled in an Android Package, commonly abbreviated as APK. These applications keep running in a different process. There is an XML descriptor document called AndroidManifest.xml of which these applications are made up of. Information required by the Android framework of the app is contained in this document. The document determines the applications permissions, packages, APIs and libraries. There are two different android malware detection technique based on features employed to classify an application: static and dynamic approaches.

This manifest file also contains all the information about the android app along with system permissions under the <uses-permissions> tag.

Some malware tries to gather user private information using these permissions which could be as follows:

1. ACCESS\_FINE\_LOCATION: Gives the app user's precise location.
2. CALL\_PHONE: App can call without having to go into the systems dial user-interface.
3. READ\_CONTACTS: Access all of user's contacts.
4. CAMERA: Allows app to access all the camera features.
5. SEND\_SMS: Gives permission to app to send SMS.
6. WRITE\_CALENDAR: Gives permission to write on the user's calendar.

Some of these permissions can lead to a breach of private data. . In [41], approving permissions "READ\_EXTERNAL\_STORAGE" and "WRITE\_MEDIA\_STORAGE" will give an app access to read the SD card which usually stores most of a user’s personal data.

DroidSwan [42] lists down a total of 8 permissions, which give an application excessive privilege. These include "WRITE\_APN\_ SETTINGS", "INTERNET", "WRITE\_SMS" and "WRITE\_EXTERNAL\_STORAGE".

The study in [43] demonstrates that malware generally utilizes certain permissions not usually requested by benign Apps. For example, the permission "sendTextMessage” will be able to use the text message service without showing any notification. The study has also researched statistics on both malicious and benign Apps. The study has thus been able to recognize a difference between 20 most requested permissions in the two data-sets.

The dataset which comprised of both permissions and API calls was split into training and test data. After which machine learning phase was implemented.

We’ve applied Naive Bayes, Decision Tree, Support Vector Machine and Random Forest in this report. We performed k-fold cross-validation on random forest. This has proved to be the most efficient method, where in for the fold value k = 10 we have obtained the accuracy to be 97.79%.

**Theory:**

**Naive Bayes:** An assumption is made regarding the probability that a given attribute belongs to a specific class will be independent of all other attributes. We use the probability of a class value, knowing the value of a specific attribute. It is known as conditional probability. To get to the probability of a data instance, we can simply multiply the conditional probability of each of the attributes. We then take the probability of a data instance of every class. We select the class value with the greatest probability, and make a prediction. The calculations are greatly simplified due to the assumption of independence of an attribute of a specific class from all the other attributes, which is a very big assumption. Regardless, this is an extremely quick and effective algorithm.

**Decision Tree:** A decision tree is in the form of a tree, with one node being the tree, and with any node which has an outgoing chain being the test node. All the values are in a line. All the points of splitting are used in this numerical procedure, and the Gini cost function is applied on them, in order to test them. The function helps determine the purity of the nodes. This is measured by the amount of mixture of the data assigned for training that is assigned to a specific node. We perform splitting, and that is done till the nodes have either of the following; either a minimum number of training examples, or the depth of the tree reached a specific number. Size of tree is 83 and number leaf nodes are 42.

**Splitting rule:** Choose the split that maximizes the decrease in impurity.

**Random Forest**: In this method, an independent random vector is sampled. Values dependent on this vector generate several tree predictors. This further goes for all the trees in the forest. Further, the generalization error is calculated of the forest having classifiers. A factor of this calculation is the strength of the inner trees and their correlation. After that each node is split using random selection of features which will further yield error rates compared to Adaboost, it is favorable and robust.

Steps:

1. A number smaller than the variables is taken consisting of ntree, mtry and number of trees to grow.
2. For i=1 for ntree:
3. We draw a sample of data. “Out-of-bag” data is the data that was not there in this bootstrap sample.
4. The best split is chosen among mtry randomly selected variables for growing a “random” tree. The tree is not pruned back and grown to its maximum size.
5. Tree is used to predict the data that was not there in the sample.
6. We will use the predictions with maximum votes on the out-of-bag data in the end.
7. We will be able to predict the test data by using the maximum votes in the tree ensemble.

Split stopping rule: We implement some large tree procedures in order to trim the tree in an upward manner.

Class assignment: We assign most of the class in the node in a normal manner. This is done unless we already have available a strong prior probability of the class.

**Support Vector Machine**: The main objective is to find the hyperplane in the n-dimensional space that classifies the data point. n in this case is the total number of features. All the data items are plotted as a point in this space. The numerical value of the coordinate will be the value of n. Afterwards, we perform classification. This is done by finding a hyper-plane. This plane should be able to differentiate both the classes. Many hyperplanes are possible and so the objective is to find the best possible hyperplane with the maximum distance between data points of both classes. The dimension of the hyperplane will depend on the number of features. A hyperplane is a subspace with dimension one less than that of its ambient space. For example: for a given space of three dimensions a hyperplane would be two dimensional. Support vectors are points closest to the hyperplane.

Once the machine-learning phase is completed the evaluation of the training models is done using various metrics such as TPR, FPR, F-measure, precision and recall. Confusion matric is also built on the basis of the performance of the four classifiers. Mean accuracy of each of the classifiers is also calculated and displayed in the results section.

**Results:**

In this paper four machine learning algorithms were applied for effective Android Malware Detection which are Naive Bayes, Support Vector Machine, Decision Tree and Random Forest. The algorithms were tested against a collection of 3799 samples having 216 attributes. We split the dataset into two parts, 70% of which was for training and 30% of which was for test. The best algorithm was random forest with 10-fold cross-validation. The average accuracy of the same was 97.78 percent.

Once the training model was developed from whole dataset we used four machine-learning algorithms to model and evaluate the dataset. A confusion matrix was built from the response of our classifiers.

**Sample Confusion Matrix:**

|  |  |  |
| --- | --- | --- |
|  | **T** | **F** |
| **T** | TP | TN |
| **F** | FP | FN |

Below given four metrics define the confusion matrix:

**True Positives (TP)**: Benign applications that are correctly identified

**True Negatives (TN)**: Malicious applications that are correctly identified

**False Positives (FP)**: Malware applications which were incorrectly identified

**False Negatives (FN)**: Benign applications which were incorrectly identified

Given below are performance/evaluation metrics:

**True positive rate (TPR):** % of the benign applications which were identified correctly.

TP/ (TP+FN)

**False positive rate (FPR):** % of malware applications which were identified incorrectly.

FP/ (TN+FP)

**Precision (TP) :** Which had a prediction of Yes

**F-score:** Weighted average of TPR and precision.

Given below are confusion matrix for all 4 classifiers.

**Table I:** **Normalized Confusion Matrix for Decision Tree**

|  |  |  |
| --- | --- | --- |
| Actual S | 0.98 | 0.02 |
| Actual B | 0.03 | 0.97 |
|  | Predicted S | Predicted B |

**Table II: Normalized Confusion Matrix for Naive Bayes**

|  |  |  |
| --- | --- | --- |
| Actual S | 0.94 | 0.06 |
| Actual B | 0.35 | 0.65 |
|  | Predicted S | Predicted B |

**Table III:** **Normalized Confusion Matrix for SVM**

|  |  |  |
| --- | --- | --- |
| Actual S | 0.99 | 0.01 |
| Actual B | 0.06 | 0.94 |
|  | Predicted S | Predicted B |

**Table IV:** **Normalized Confusion Matrix for Random Forest**

|  |  |  |
| --- | --- | --- |
| Actual S | 1 | 0 |
| Actual B | 0.02 | 0.98 |
|  | Predicted S | Predicted B |

* 1. The Naive Bayes has the lowest TP rate and lowest accuracy out of all the other 5 classifiers.
  2. Random Forest is the most accurate.
  3. DT and SVM have a better performance than the Naive Bayes classifier.

Android Malware can be detected by a number of classifier machine learning algorithm but we find out that Random forest with 10 fold cross validation gave the highest accuracy. In a nutshell we can conclude that Random Forest is capable of detecting almost all of malware present in the dataset.

The mean accuracy of all the classifiers are shown in below:

**TABLE V: RESULTS OF PERFORMANCE**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Algorithms** | **Performance Metrics** | | | | | |  |
| TP rate | FP rate | Precision | Recall | F-measure | ROC area | Accuracy (%) |
| Naive Bayes | 0.95 | 0.05 | 0.95 | 0.95 | 0.95 | 0.99 | 81.67 |
| Decision Tree | 0.98 | 0.02 | 0.98 | 0.98 | 0.98 | 0.98 | 96.49 |
| Random Forest | 0.99 | 0.01 | 0.99 | 0.99 | 0.99 | 1 | 97.79 |
| SVM | 0.99 | 0.01 | 0.99 | 0.99 | 0.99 | 0.99 | 97.6 |

Naive Bayes algorithm outputs accuracy of 81.67% as shown in table I. This classifier gave a low accuracy which could have been improved by using weighted Naive Bayes algorithm. This way more relevant features will be included in the new permission set and the algorithm will perform better. Irrelevant or redundant features will be deleted and only a few number of relevant features will be used to provide better accuracy.

Support Vector Machine algorithm outputs accuracy of 97.60%. SVM classifier was used because of the optimal marginal gap between the separating hyper planes and this gives better results with the test dataset. SVM works better in two class classification and when number of features are less.

Decision Tree classifier had the min\_samples\_leaf is set to 5 and min\_samples\_split is set to 2.This classifier outputs accuracy of 97.49%. This algorithm was chosen because the risk of overfitting is less than in SVM. The size of the decision tree was 83 with 42 leaves. This implies that the decision tree is small. It has at the most 42 decision branches. Pruning algorithms can be used to prune the tree size and solve the problem of overfitting.

Random Forest algorithm with 10-fold cross validation outputs the highest accuracy of 97.79%. We have only one parameter, i.e. k. k is the total number of groups into which a sample of data will be split. Thus, the algorithm gave better results for k=10 than for k=5. This classifier was chosen because it works best when the number of trees are increased since the model will not over fit. This classifier also handles the missing values and maintains the overall accuracy of the dataset. Random forest worked better than SVM because of large number of features in the dataset.

The classifier was trained by performing experiments on both training and test samples. This was done to assess the functioning of the proposed method. The experiments conducted bring to light a simpler view of predicting the functioning of different types of machine learning classifiers.

**Conclusion:**

There has been a huge evolution of mobile device technology. The popularity of Android has enabled the spread of Android Malware. This has resulted in an immediate need for an operative android malware detection system. This system should not only be able to detect existing malware, but also unidentified, zero-day malware.

The work has been implemented by a framework of machine learning algorithms. Four efficient algorithms namely, Support Vector Machine, Decision Tree, Naive Bayes and Random Forest with k-fold cross-validation for classifying Android Applications as malware or benign are used. Several android permission are used in the model to categorize it into one of the two mentioned categories. Along with the permissions API calls have also been used in this paper. The most accurate algorithm was the Random forest with 10-fold cross-validation. It’s average accuracy was calculated to be 97.78%.

Regarding future work, we will train models with larger dataset. This will give us more precise results. Other static features like API calls will be included. java.lang and android.telephony, are the most frequently used API in benign and malware applications, and factors like this can be considered in future designs.

Dynamic analysis which includes features like CPU consumption or battery consumption will also be included in the dataset for better results. Malware applications can also be categorized into their respective families for a more specific malware detection (Trojan, Infosteal, etc.).
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